**6 Szkolenie z Flaska**

**REST API**

**Wstęp**

Chcąc tworzyć efektywne i funkcjonalne rozwiązania, które będą realizowały podstawowe założenia designu i będą na tyle użyteczne, iż użytkownik będzie mógł z łatwością wykonywać operacje CRUD (Create, Read, Update, Delete), na pewno konieczna jest integracja tworzonej aplikacji z bazą danych. Jak to zrealizować, poznaliśmy już w poprzednim szkoleniu dotyczącym Flaska...

Programiści jednak często chcą iść krok dalej i tworzyć uniwersalne i wieloplatformowe aplikacje, z którymi łączyć się będą z poziomu różnych platform - np. aplikacji mobilnej czy strony internetowej. Przyznaj, że głupotą byłoby tworzenie dedykowanych baz danych dla każdej aplikacji z osobna. Raczej wolelibyśmy utworzyć jedną bazę i umożliwić dostęp do niej z poziomu niezależnych instancji aplikacji.

Poniższe szkolenie opisywać właśnie będzie, w jaki sposób tworzyć własne API (czyli pośrednika między naszą aplikacją a bazą), przez które będziemy mogli pobierać, zmieniać, dodawać dane do bazy danych. Tak więc dowolna aplikacja mobilna czy strona internetowa, będzie po prostu komunikowała się z takim rozwiązaniem, wysyłała do niego żądania i odpowiednio operowała na postawionej bazie.

Bez potrzeby pisania oddzielnej logiki dla poszczególnych platform, na których działa aplikacja.

Oczywiście to tylko jeden z wielu przykładów, gdzie wykorzystanie znajduje implementacja aplikacji typu REST API. Tego typu rozwiązanie jest również szeroko wykorzystywane w momencie, gdy chcemy integrować frontend aplikacji z backendem (np. gdy potrzebujemy z poziomu frontu triggerować polecenia dynamicznie modyfikujące zasobami w bazie). Temat jest dość szeroki i wymaga dogłębnego zrozumienia, dlatego czytaj dalej, a w razie konieczności przedyskutuj wątpliwości ze swoim mentorem.

**REST API**

Zanim przejdziemy do konkretów, musimy zagłębić się w teorię i wyjaśnić, z czym jest związane choćby pojęcie REST i API.

**REST - Representational State Transfer** **-** to styl architektury, który określa, w jaki sposób definiowane są zasoby (np. w bazie danych) oraz w jaki sposób uzyskiwać do niej dostęp.

**API - Application Programming Interface -** to zbiór reguł definiujących, w jaki sposób klient może komunikować się z serwerem i uzyskiwać dostęp do określonych zasobów.

Tak więc REST API oznacza całokształt systemu, w którym w określony sposób (przez API) user może manipulować na zasobach (zbudowanych zgodnie ze stylem REST).

**Więcej o REST**

Jak już się zapewne domyślasz, opisywane rozwiązanie jest niezwykle elastyczne i powszechne w użyciu. Przy jego tworzeniu jednak należy mieć szczególną uwagę na kilka zasad, które oceniają, jak bardzo skuteczne jest REST API.   
  
Zdefiniowane one zostały przez Roy’a Fielding’a i brzmią:

* **Client-Server -** w komunikacji powinniśmy bazować na połączeniu Klient-Serwer. Czyli, np. użytkownik korzystający z front-endu sklepu internetowego, wysyła przez API żądania do serwera, który je przetwarza i dodaje zakupiony produkt do koszyka.

Dzięki temu klient jest niezależny od serwera, a serwer niezależny od klienta. Oznacza to, iż klient nie może wpływać na działanie serwera i vice versa. Jedynie mogą się komunikować przez stworzone API.

* **Stateless -** każde żądanie wykonane przez klienta jest niezależne od pozostałych żądań. Serwer nie przechowuje żądań klienta, które mogłyby wpływać na dalsze operacje. Jeżeli będzie potrzeba ich przechowywania, to będą one zapamiętywane po stronie klienta (np. w pamięci cache).
* **Cache -** pamięć podręczna powinna również być wykorzystywana w momencie, gdy chcemy poprawić wydajność aplikacji i, np. nie odwoływać się za każdym razem do bazy danych w celu pobrania pewnych informacji. Przykładem może być sesja i zapamiętywanie w niej pobranego z bazy emailu użytkownika po poprawnym zalogowaniu.
* **Layered system** - wielowarstwowość polega na tym, iż Nasz system powinien działać tak samo wydajnie, niezależnie od tego, czy API dotyczy tylko jednego serwera, czy napotyka po drodze również warstwy pośredniczące, np. load balancer.
* **Code on Demand** - umożliwia przesyłanie od strony serwera pewnych fragmentów kodu, np. JS dla klienta. W praktyce rzadko wykorzystywane.
* **Uniform Interface -** dotyczy tego, iż możemy w różny sposób reprezentować, np. zasoby (API może zwracać pobrane dane z bazy w postaci JSON-a, XML-a czy HTML-a). Jednolitość danych polega też na tym, iż choćby w nagłówku Content-Type protokołu HTTP, możemy odczytywać, w jaki sposób zostały zakodowane dane.

**Więcej o API**

Aby móc lepiej wyobrazić sobie, jak wygląda praca z interfejsem aplikacji, przeanalizujmy cykl komunikacji:

1. Klient preparuje zapytanie w postaci odpowiedniego adresu URI (endpoint), np. devs-mentoring.pl/students
2. Klient wysyła przygotowane zapytanie (request),
3. System otrzymuje zapytanie klienta i przygotowuje odpowiedź (response),
4. System zwraca odpowiedź na zapytanie klienta,
5. Klient otrzymuje i przetwarza odpowiedź.

Jednak jest jeszcze jedna rzecz, w zasadzie nieodzowna dla powyższych kroków. Otóż, aby użytkownik mógł skutecznie komunikować się z serwerem - czyli wysyłać żądania i je odbierać, musi przecież korzystać z jakichś zestawu reguł umożliwiających wymianę informacji. Taki zestaw reguł jest definiowany przez powszechny protokół HTTP. Przeanalizujmy jego budowę.

**Budowa zapytania HTTP (request)**

Żądanie w formie HTTP powinno składać się z następujących elementów:

* **Request method** - za jej pomocą określamy, jakie żądania HTTP chcemy wykonać, np. GET, POST, PUT, DELETE.
* **Header** - w nagłówku przechowujemy dodatkowe informacje o żądaniu, np. informacje dotyczące plików cookie, kodowania danych.
* **Resource Path** - ścieżka dostępowa do danego zasobu, czyli, tzw. URI
* **Body** - pole opcjonalne. Miejsce do umieszczania dodatkowych informacji, np. danych użytkownika, którego chcemy utworzyć w bazie danych po stronie systemu.

Przykładowy HTTP Request z metodą GET i nagłówkami User-Agent, Host, Accept-Language, Accept-Encoding, Connection, bez pola body:

| GET /devs-mentoring.pl/articles User-Agent: Mozilla/4.0 (compatible; MSIE5.01; Windows NT) Host: www.tutorialspoint.com Accept-Language: en-us Accept-Encoding: gzip, deflate Connection: Keep-Alive |
| --- |

**HTTP Request Method:**

Do najbardziej podstawowych metod wykorzystywanych w zapytaniu HTTP należą:

* GET - pobieranie danych z serwera
* POST - wysyłanie nowych danych do serwera
* PUT - podmienianie istniejących danych na serwerze
* DELETE - usunięcie danych z serwera
* PATCH - częściowa modyfikacja danych na serwerze

Na ten moment nie będę rozpisywał się nad szczegółowym rozpisaniem funkcjonalności wymienionych metod. Dogłębniejsze poznanie ich przyjdzie z czasem, szczególnie wtedy gdy będziemy tworzyli pierwsze aplikacje RESTowe.

**HTTP Header**

Tak już zauważyłeś na powyższych przykładzie, nagłówki zapytania mają postać par klucz - wartość i definiują one dodatkowe atrybuty zapytania. Umożliwiają więc one zarówno klientowi, jak i serwerowi na przekazanie dodatkowych informacji. Wyróżniamy wiele rodzajów nagłówków, a ich zastosowanie zależy wyłącznie od kreatywności i potrzeb, np. twórcy aplikacji.   
  
Do najpopularniejszych należy zaliczyć te odpowiadające za uwierzytelnianie, pamięć tymczasową, elementy związane z kodowaniem, bezpieczeństwem itd. Do wyboru do koloru!

**HTTP Resource Path**

URI podawany jest tuż po metodzie HTTP i określa on, do którego zasobu chcemy się odwołać. Pamiętaj, aby podczas projektowania RESTful API, ustalać endpointy (właśnie te wspomniane adresy URI), w taki sposób, aby użyte słowa jasno wyrażały przeznaczenie.

Tak więc w momencie, gdy chcesz pobrać, np. artykuł o ID 1234, pierwszą linię zapytania skonstruujesz tak jak poniżej: **GET devs-mentoring.pl/articles/1234**

**HTTP Message Body**

I na koniec wypadałoby wspomnieć o polu opcjonalnym - ciele zapytania HTTP. Możemy przekazywać w nim dodatkowe wartości, np. dane dla tworzonego rekordu w bazie danych. Przykładowo tak mogłoby wyglądać zapytanie POST z zakodowanymi danymi w postaci JSON-a.

| POST newswebsite.com/articles  Body: {  "article": {  "title": "Example",  "author": "Devs-Mentoring.pl",  "text": "It's working!"  } } |
| --- |

Tak jak widzisz - pole Body często jest wypełniane w momencie, gdy chcemy modyfikować lub dodawać nowe dane do choćby serwerowej bazy danych.

**HTTP Response**

Nie zapominajmy jeszcze o tym, iż oprócz żądań wysyłanych w stronę serwera, otrzymujemy również odpowiedzi, tzw. responses, które również bazują na protokole HTTP. Od strony struktury, nie ma dużych różnic między zapytaniem a odpowiedzią.

Jedyna substelna zmiana to brak HTTP Resource Path - serwer bowiem zastępuje to pole, tzw. Response Code, mówiącym o tym, czy powiodło się dostarczenie zapytania, albo czy serwer funkcjonuje prawidłowo.

I tak na przykład:

Jeżeli wszystko poszło zgodnie z planem, to serwer może odpowiedzieć standardowym kodem **200 (OK)** lub **201 (CREATED)** w przypadku pomyślnego utworzenia nowego rekordu w bazie danych. Jeżeli żądanie klienta zostało błędnie sformułowane (niewłaściwa struktura, szukanie zasobu, który nie istnieje) serwer może odpowiedzieć kodem **400 (BAD REQUEST)** lub **404 (NOT FOUND).**

Wykonując więc choćby takie zapytanie:

| GET devs-mentoring.pl/articles/1234 Accept: application/json |
| --- |

Możemy otrzymać:

| HTTP/1.1 200 (OK) Content-Type: application/json Body:  {  Title: 'Python TOP językiem roku 2020',  Date: 01/01/2021,  Author: Devs-Mentoring.pl } |
| --- |

Jeżeli chodzi o wszystkie rodzaje błędów oraz informacje, z jakim oznaczeniami są one identyfikowane, to odsyłam Cię do dokumentacji, z której sam korzystam na co dzień: [100 Continue - HTTP | MDN](https://developer.mozilla.org/en-US/docs/Web/HTTP/Status/100)

**Na zakończenie teorii...**

To wszystko jeżeli chodzi o teorię na temat procesu komunikacji Klient - Serwer. Nie bez znaczenia stworzyłem tak obszerny wstęp do zagadnienia związanego z tworzeniem własnego REST API we Flasku. Myślę, że dzięki takiemu zapoznaniu się z wyżej przedstawionymi informacjami, szybciej i łatwiej zrozumiesz logikę działania aplikacji, którą za chwilę będziemy budowali. Także czytaj dalej!

**Pomysł na REST API**

Zanim przejdziemy do implementacji, musimy zastanowić się nad tym, jak mniej więcej działać będzie Nasze REST API, z jakich metod i endpointów będziemy korzystali oraz jakie technologie wykorzystamy.

Jako że oprócz programowania, jestem zapalonym sportowcem, a szczególnie bardzo cenię sobie treningi crossfitowe, to stworzymy proste API umożliwiające wykonywanie podstawowych operacji CRUD na bazie danych.

Co więcej, wiem, iż będę chciał za jakiś czas stworzyć aplikację mobilną, która umożliwiać mi będzie zarządzanie moimi treningami przez przyjazny GUI, stąd też tak stworzone REST API idealnie nada się w przyszłości na integrację ze stworzoną apką!

Oczywiście będzie to mocno uproszczona aplikacja, głównie przez to, iż celem tego szkolenia, jest zapoznanie Cię z REST-ową ideą tworzenia API. Projektując bowiem mikroserwisy, które faktycznie miałyby być wykorzystywane przez funkcjonalną aplikację mobilną, konieczne by było zapewnienie choćby procesu uwierzytelnienia (tak aby nikt niepowołany nie był w stanie operować na Naszym API). Do tego tematu wrócę jeszcze na koniec - po przedstawieniu już docelowego kodu źródłowego apki.

Od strony założeń technologicznych - w aplikacji Flaskowej skorzystamy również z biblioteki **flask\_marshmallow**, która umożliwi łatwą serializację danych. Dane z obiektów będziemy bowiem zwracali do użytkownika w formie JSON-a. Informacje o treningach będziemy natomiast zapisywali w tabeli Trainings.

Jej kolumny to: id (unikalny zasób identyfikujący trening), date (pole reprezentujące datę odbytego treningu w formacie DD/MM/YY), duration (czas trwania treningu podany w minutach), note (notatka na umieszczenie opisu przebiegu treningu).

**Spojrzenie na aplikację pod kątem funkcjonalności**

Zanim przejdziemy do implementacji REST API, musimy zastanowić się, z jakich metod zapytań HTTP będziemy korzystali oraz przede wszystkim, jak będziemy formułowali dane endpointy.

Tak jak zostało więc wspomniane, Naszym celem będzie stworzenie aplikacji obsługującej zapytania CRUD. Czyli użytkownik będzie mógł:

* Dodawać pojedyncze rekordy do tabeli Trainings
* Wyświetlać wszystkie dodane treningi z tabeli.
* Wyszukiwać określony trening po ID
* Usuwać trening po określonym ID

Operować będziemy na informacjach w formacie JSON-a. Tak jak zostało wspomniane - aby móc łatwo serializować przetwarzane dane, wykorzystamy nieznaną dotąd bibliotekę Marshmallow. To właśnie od jej omówienia rozpoczniemy budowę projektu.

**Czym jest Marshmallow?**

Zasadniczo Flask-Marshmallow posłuży Nam do realizacji jednego celu - łatwiejszej konwersji obiektów SQLAlchemy do JSON-a. To wszystko po to, aby móc łatwo porozumiewać się z serwerem przez odpowiednio sformułowane zapytania.   
  
Jak wiesz zapewne, nie jest możliwe bezpośrednie przesyłanie obiektów w zapytaniu, które chcemy, np. utworzyć i przesłać z poziomu aplikacji do API, tylko musimy wykorzystać odpowiedni format zapisu danych (np. JSON, XML).   
I właśnie to jest główna przyczyna powstania omawianej biblioteki.

Zdejmuje ona bowiem z programisty konieczność ręcznej zamiany jednego typu na drugi. Dzięki niej możemy automatycznie konwertować, np. obiekt reprezentujący rekord z bazy na JSON-a i dawać możliwość jego pobrania przez aplikację mobilną.

Tak więc przykładowo, mając utworzony rekord reprezentujący pojedynczy trening:

Trainings(name=”Push Up”, date=01/01/2020, duration=120, note=”Everyting went well”)

Możemy zamienić go do postaci JSON-a (czyli serializować):

| { name: “Push Up”, date: “01/01/20”, duration: 120, note: ”Everything went well” } |
| --- |

I zwrócić jako rezultat danego endpointa (dzięki czemu, np. aplikacja mobilna może łatwo łączyć się z takim endpointem, pobierać tak skonwertowany text, odpowiednio go obrabiać i wyświetlać na GUI telefonu).

Identycznie sytuacja się ma w przypadku metody POST i chęci dodania nowego treningu do tabeli w bazie. Wystarczy bowiem spreparować z poziomu aplikacji mobilnej odpowiednią strukturę JSON-a z podanymi przez użytkownika danymi, a następnie wysłać ją na serwer. Tam wówczas odbędzie się deserializacja tych danych i zostanie utworzony obiekt.

Zacznijmy od serializacji. Aby zapewnić w programie właśnie taką funkcjonalność, należy utworzyć klasę, która będzie schematem umożliwiającym sprawne manipulowanie JSON-em.

Wystarczy więc utworzyć klasę dziedziczącą po Schema oraz dodać do niej dokładnie takie kolumny, jakie posiadać będzie utworzona przez Nas tabela reprezentująca treningi.

| class TrainingSchema(ma.Schema):  \_id = fields.fields.Integer()  name = fields.fields.Str()  date = fields.fields.DateTime(format='%Y-%m-%d')  duration = fields.fields.Integer()  note = fields.fields.Str() |
| --- |

Oczywiście, aby to było możliwe, należy zainstalować i zaimportować odpowiednie biblioteki:

| **Instalacja**  pip install flask\_marshmallow |
| --- |

**Import**

| from flask\_marshmallow import Marshmallow, fields |
| --- |

I utworzyć obiekt:

| ma = Marshmallow() |
| --- |

Gdybyś natomiast zapytał, jak konkretnie wygląda już procedura serializacji, to wystarczy zapisać to w ten sposób:

| training\_schema = TrainingSchema() new\_training = Trainings(name=name, date=date, duration=duration, note=note) training\_schema.jsonify(new\_training) |
| --- |

Oczywiście powyższe linie przedstawiają czysto koncepcyjne podejście do problemu. Implementacją w projekcie zajmiemy się za chwilę…

**Zacznijmy od podstaw…**

Pierwszym krokiem przy tworzeniu Flaskowego API, na pewno będzie skonfigurowanie obiektu aplikacji i utworzenie odpowiedniej bazy danych.

Struktura projektu:

---Trainings\_REST

¦ \_\_init\_\_.py - konfigurator projektu

¦ main\_api.py - plik z funkcjonalnością endpointów

¦ models.py - plik z bazodanowymi tabelami, schematami Marshmallow

¦ simulation.py - plik, w którym zasymulujemy zapytania do aplikacji

**Plik \_\_init\_\_.py**

| from flask import Flask from flask\_sqlalchemy import SQLAlchemy from flask\_marshmallow import Marshmallow  db = SQLAlchemy() ma = Marshmallow()   def create\_app():  app = Flask(\_\_name\_\_)  app.config['SQLALCHEMY\_DATABASE\_URI'] = 'sqlite:///trainings.sqlite3'   db.init\_app(app)  ma.init\_app(app)  return app |
| --- |

Jeżeli przerobiłeś poprzednie szkolenia z Flaska, to myślę, że kod ten nie wymaga szczegółowego wytłumaczenia. Jedynie nową rzeczą może być obiekt ma, który powstał przez zapis:

ma = Marshmallow(),

a następnie jego zintegrowanie z app:

ma.init\_app(app)

Obiekt ma posłuży Nam do tworzenia schematów (o których wspomniałem już wcześniej przy omawianiu serializacji danych JSON-owych). Spokojnie, wszystko zobaczysz na przykładach w pliku models.py!

**Plik models.py**

W następnym kroku musimy przejść do utworzenia odpowiednich tabel wykorzystywanych przez bazę oraz klasy Schema, które będą niejako wzorem, z jakich kluczy ma składać się JSON po serializacji.

| from \_\_future\_\_ import annotations from . import db, ma from flask\_marshmallow import fields from datetime import datetime   class Trainings(db.Model):  \_id = db.Column(db.Integer, primary\_key=True)  name = db.Column(db.String(length=50), nullable=False)  date = db.Column(db.DateTime, default=datetime.utcnow, nullable=False)  duration = db.Column(db.Integer, nullable=False)  note = db.Column(db.String(length=5000), nullable=True)   def \_\_init\_\_(self, name: str, date: datetime, duration: int, note: str):  self.name = name  self.date = date  self.duration = duration  self.note = note   def update(self, modified\_training: Trainings) -> None:  self.name = modified\_training.name  self.date = modified\_training.date  self.duration = modified\_training.duration  self.note = modified\_training.note   @staticmethod  def create\_from\_json(json\_body: dict) -> Trainings:  if 'date' not in json\_body:  date = datetime.utcnow()  else:  date = datetime.strptime(json\_body['date'], '%d/%m/%y')   return Trainings(  name=json\_body['name'], date=date,  duration=json\_body['duration'], note=json\_body['note']  ) |
| --- |

Tabela Trainings będzie składała się z 5 kolumn: name (typ str), date (typ datetime w formacie DD/MM/YY), duration (typ int), note (typ str).

Dodatkowo do tabeli dodaliśmy metodę - update oraz statyczną funkcjonalność - create\_from\_json.

Pierwsza służyć nam będzie do modyfikowania zawartości istniejącego już rekordu przez nadpisanie go nowym, natomiast create\_from\_json przyda się, gdy będziemy chcieli utworzyć rekord ze znanego Nam formatu JSON-a (deserializować dane). Zwróć też uwagę na to, co się dzieje, gdy użytkownik nie prześle w swoim zapytaniu pola date. Wówczas jest ono domyślnie ustawiane na aktualną datę.

Na zakończenie jeszcze - mała dygresja. Wiesz, dlaczego pierwsza linia rozpatrywanego pliku to: from \_\_future\_\_ import annotations?

Służy Nam ona temu, aby móc statycznie zaadnotować typ zwracany przez metodę create\_from\_json. Wiele osób o tym zapomina, ale gdybyśmy nie dodali tejże biblioteki, program zwróciłby błąd, mówiący o tym, iż typ klasy Trainings jest nieznany (a to dlatego, iż nie jesteśmy w stanie typować klasę, w której dana metoda się znajduje).

**Tworzenie schematu**

Wiedząc już, jak wygląda struktura tabeli Trainings, możemy utworzyć odpowiadający jej schemat. Oczywiście operujemy na tym samym pliku, co do tej pory, czyli models.py

I to właśnie w tej części programu wykorzystamy utworzony w pliku \_\_init\_\_.py obiekt ma (uprzednio importując go zapisem from . import db, ma).

| class TrainingSchema(ma.Schema):  \_id = fields.fields.Integer()  name = fields.fields.Str()  date = fields.fields.DateTime(format='%d-%m-%y')  duration = fields.fields.Integer()  note = fields.fields.Str() |
| --- |

Jeżeli przeoczyłeś gdzieś we wcześniejszych sekcjach, do czego wykorzystamy tę klasę, to posłuży Nam ona do łatwej serializacji danych. Mając bowiem utworzony obiekt TrainingSchema, możemy bez problemu “przekonwertować” obiekt Trainings na format JSON-a. W schemacie jedynie wystarczy umieścić odpowiednie nazwy pól z tabeli, które chcemy, aby znalazły się w docelowym formacie.

**Plik main\_api.py**

Omawiany plik w zasadzie jest gwoździem programu. To tutaj będziemy realizowali założenia API.

Pozwól, że wkleję już na początku, jak będzie wyglądała finalna wersja tego pliku, a kolejne funkcjonalności będziemy omawiali progresywnie.

| from flask import Blueprint, request, jsonify from . import db from .models import Trainings, TrainingSchema  add\_training\_blueprint = Blueprint('add\_training', \_\_name\_\_) get\_trainings\_blueprint = Blueprint('get\_trainings', \_\_name\_\_) get\_training\_blueprint = Blueprint('get\_training', \_\_name\_\_) update\_training\_blueprint = Blueprint('update\_training', \_\_name\_\_) delete\_training\_blueprint = Blueprint('delete\_training', \_\_name\_\_)  training\_schema = TrainingSchema() trainings\_schema = TrainingSchema(many=True)   def add\_to\_db(new\_training: Trainings) -> None:  db.session.add(new\_training)  db.session.commit()   def delete\_from\_db(training\_to\_delete: Trainings) -> None:  db.session.delete(training\_to\_delete)  db.session.commit()   @add\_training\_blueprint.route('/training', methods=['POST']) def add\_training() -> str:  body = request.json   new\_training = Trainings.create\_from\_json(json\_body=body)   add\_to\_db(new\_training)   return training\_schema.jsonify(new\_training)   @get\_trainings\_blueprint.route('/trainings', methods=['GET']) def get\_trainings() -> str:  all\_trainings = Trainings.query.all()  return trainings\_schema.jsonify(all\_trainings)   @get\_training\_blueprint.route('/training/<int:id>', methods=['GET']) def get\_training\_by\_id(id: int) -> str:  found\_training = Trainings.query.get(id)  return training\_schema.jsonify(found\_training)   @update\_training\_blueprint.route('/training/<int:id>', methods=['PUT']) def update\_training(id: int) -> str:  found\_training = Trainings.query.get(id)   body = request.json  found\_training.update(Trainings.create\_from\_json(json\_body=body))   db.session.commit()   return training\_schema.jsonify(found\_training)   @delete\_training\_blueprint.route('/training/<int:id>', methods=['DELETE']) def delete\_training(id: int) -> str:  training\_to\_delete = Trainings.query.get(id)  delete\_from\_db(training\_to\_delete)   return training\_schema.jsonify(training\_to\_delete) |
| --- |

Stworzymy w sumie 5 głównych metod (add\_training, get\_trainings, get\_training\_by\_id, update\_training, delete\_training), które determinować będą funkcjonalność API.

Zacznijmy od podstawowej - dodawania nowego treningu do tabeli w bazie.

Metoda add\_training będzie wykorzystywać metodę POST. Tak więc, aby móc dodać nowy trening, użytkownik będzie musiał wysłać zapytanie HTTP pod endpoint /training z wykorzystaniem metody POST. Tak skonstruowany request będzie ponadto zawierał w swoim ciele json\_body z kluczami name, date, duration, note.

Odbieranie JSON-owego ciała zawartego w requestcie HTTP, możliwe jest dzięki wykorzystaniu modułu request zaimportowanego z biblioteki flask:

| from flask import request |
| --- |

oraz dzięki poniższemy zapisowi umieszczonego bezpośrednio już w metodzie add\_training:

| body = request.json |
| --- |

Dalsze kroki umożliwiające dodanie rekordu do tabeli, to wykorzystanie statycznej metody Trainings.create\_from\_json i… uwaga, uwaga zserializowanie utworzonego obiektu do postaci JSON-a.

A to właśnie dzięki pięknu biblioteki Marshmallow i utworzonemu obiektowi training\_schema.

| training\_schema = TrainingSchema() trainings\_schema = TrainingSchema(many=True) |
| --- |

Jak już jesteśmy przy tych liniach kodu - gdybyś się zastanawiał, dlaczego utworzyliśmy dwa obiekty training\_schema oraz trainings\_schema, to wiedz, że ten drugi umożliwi nam serializowanie wielu obiektów Trainings naraz. Przyda to Nam się w momencie, gdy będziemy chcieli odczytać listę wszystkich treningów zapisanych w tabeli…

Powtórzę się, ale zauważ, jak prosto możemy serializować dane przy użyciu Marshmallow. Wystarczy tak naprawdę jedna linia kodu, aby łatwo tworzyć format JSON-a.

| training\_schema.jsonify(training\_to\_delete) |
| --- |

Gdybyśmy nie mieli możliwości tak łatwej konwersji danych, musielibyśmy mocno się napracować, aby utworzyć właściwego JSON-a. Konieczne bowiem by było utworzenie słownika, ręczne dodanie do niego odpowiednich kluczy i wyekstrahowanie wartości pól z obiektu. Stanowczy overkill!

Mając już tak utworzony plik main\_api.py, ostatnim krokiem będzie zarejestrowanie Blueprintów w aplikacji. Musimy zatem wrócić do \_\_init\_\_.py, zaimportować i zarejestrować utworzone Blueprinty, tj:

| add\_training\_blueprint = Blueprint('add\_training', \_\_name\_\_) get\_trainings\_blueprint = Blueprint('get\_trainings', \_\_name\_\_) get\_training\_blueprint = Blueprint('get\_training', \_\_name\_\_) update\_training\_blueprint = Blueprint('update\_training', \_\_name\_\_) delete\_training\_blueprint = Blueprint('delete\_training', \_\_name\_\_) |
| --- |

Tak więc po modyfikacji, funkcja create\_app z \_\_init\_\_.py będzie miała następującą postać:

| def create\_app():  app = Flask(\_\_name\_\_)  app.config['SQLALCHEMY\_DATABASE\_URI'] = 'sqlite:///trainings.sqlite3'   db.init\_app(app)  ma.init\_app(app)   from .main\_api import add\_training\_blueprint, get\_trainings\_blueprint, \  get\_training\_blueprint, update\_training\_blueprint, delete\_training\_blueprint   app.register\_blueprint(add\_training\_blueprint)  app.register\_blueprint(get\_trainings\_blueprint)  app.register\_blueprint(get\_training\_blueprint)  app.register\_blueprint(update\_training\_blueprint)  app.register\_blueprint(delete\_training\_blueprint)   return app |
| --- |

**Funkcjonalność API**

Voilà! Kod gotowy. Przyszło jeszcze sprawdzenie funkcjonalności aplikacji. W tym celu zasymulujemy interakcję użytkownika z API przez plik simulation.py. Wykorzystamy bibliotekę requests, która umożliwia łatwe wysyłanie HTTP Requestów na określone adresy URI wraz z wybranymi metodami (np. GET, POST, PUT, DELETE).

1. Dodanie do bazy 2 nowych treningów.

| import requests  requests.post('http://localhost:5000/training',  json={  "name": "Push 1",  "duration": 120,  "note": "1. BenchPress 120 kg x 4 x 4 x 4, "  "2. Squat 140 kg x 5 x 5 x 5, "  "3. Hip thrust 150 kg x 10 x 10 x 10"  })  requests.post('http://localhost:5000/training',  json={  "name": "Pull 2",  "date": "01/04/21",  "duration": 90,  "note": "1. Pull-ups 20 kg x 5 x 5 x 5, "  "2. Rowing 70 kg x 10 x 10 x 10, "  "3. Biceps 15 kg x 15 x 15 x 15"  }) |
| --- |
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1. Usunięcie z bazy treningu o ID 1

| import requests  requests.delete('http://localhost:5000/training/1') |
| --- |
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1. Modyfikowanie istniejącego rekordu

| import requests  requests.put('http://localhost:5000/training/2',  json={  "name": "Pull 3",  "date": "01/01/20",  "duration": 120,  "note": "Obsolete one"  }) |
| --- |
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1. Wyświetlanie treningu o określonym ID.

![](data:image/png;base64,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)

**Jak zabezpieczyć API?**

Na koniec jeszcze - zastanowiłeś się może, w jaki sposób zabezpieczyć swoją aplikację, aby nie miał do niej dostępu żaden nieautoryzowany użytkownik? Gdybyśmy bowiem w tym momencie zdeployowali tak stworzoną Flaskową aplikację gdzieś w sieci, to dowolna osoba, mogłaby wysyłać POST czy DELETE request i manipulować danymi w bazie.

A przecież tę funkcjonalność chcemy jedynie zapewnić zarejestrowanym użytkownikom i tylko w odniesieniu do własnoręcznie utworzonych rekordów (nie chcemy, aby Jan mógł modyfikować treningów Stanisława; Jan może jedynie zmieniać własne treningi).

Po pierwsze, aby zrealizować powyższe założenia, na pewno musielibyśmy zmodyfikować nieco tabelę Training. Konieczne bowiem by było dodanie do niej kolumny informującej o tym, użytkownik o jakim ID dodał dany trening. Jeżeli więc, Stanisław zarejestrował się w Naszej aplikacji, to został mu przydzielony ID, np. o wartości 5. Dzięki temu, dodając kolejne treningi, pozostawia on niejako swój “odcisk” (poprzez dodanie wartości 5 do odpowiedniej kolumny w tabeli) i dzięki temu jesteśmy w stanie identyfikować treningi z danym userem. Tak więc, jeżeli Stanisław będzie chciał zmienić trening o ID 1, to w pierwszej kolejności odnajdziemy wszystkie treningi należące do użytkownika o ID 5, a dopiero później sprawdzimy, czy jest na nich szukana pozycja.

Jest jeszcze tylko jedna rzecz do rozpatrzenia. A dokładnie problem związany z tym, w jaki sposób nadawać prawa użytkownikom? Otóż z pomocą przychodzi, tzw. JWT (JSON Web Token), czyli przyjazny sposób na autoryzowanie dostępu do pewnych zasobów. W celu łatwej integracji aplikacji z tą technologią, wystarczy tak naprawdę zainstalować bibliotekę pyjwt i odpowiednio skonfigurować tworzony projekt.

Od tego momentu, moglibyśmy zapewnić realizację poniższych kroków:

* Klient dostarcza swój adres mailowy i hasło, które jest wysyłana na serwer
* Serwer weryfikuje email i hasło (porównuje z danymi zapisanymi w bazie) i zwraca wygenerowany token
* Klient zachowuje token i wysyła go wraz z kolejnymi zapytaniami do API
* Serwer waliduje przekazany token i odpowiednio autoryzuje użytkownika

Dzięki takiemu zabiegowi, korzystanie z aplikacji staje się w pełni bezpieczne. Żaden niepowołany użytkownik bez odpowiednio wygenerowanego tokenu, nie będzie w stanie zmienić zasobów przechowywanych w bazie po stronie serwera.